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1 Introduction

Email is one of the oldest and most popular applications on the Internet. The technology dates
back to 1971 and was not designed with today’s attackers in mind [31]. Over the last forty
years, attackers have gained many capabilities, such as eavesdropping or manipulating data on
the network.

The protocols involved in Email have not significantly changed since their inception.
RFC 5322 [23] is probably the most prominent standard related to Email and its roots date
back to RFC 733 from 1977 [24]. Despite encryption being deployed from client to server and
from server to server, Emails are still vulnerable to attacks because client-to-client (or end-
to-end) encryption has not been wildly adopted. Without client-to-client encryption, Emails
can be read and modified by a malicious operator, putting their confidentiality and integrity at
stake.

It was in the early nineties that PGP sought to bring a solution to that problem by implementing
public key cryptography and a decentralised Public Key Infrastructure (PKI). However, the
decentralised PKI, the Web of Trust (WoT), is depending on people participating in it by
signing other peoples’ keys. So far, the act of signing a key required multiple error-prone steps
and external entities such as a key-server on the Internet.

The 2000s brought us WiFi, link-local networks, mobile handheld devices, and built-in cam-
eras. However, we have yet to leverage these technologies in order to solve problems related
to signing keys in the WoT.

This paper addresses some of those problems by implementing a new protocol which min-
imises the dependencies on external entities and automates as many steps as possible. To
summarise, the contributions of this paper are:

• analysis of existing key signing protocols as well as tools to assist the key signing process
with respect to the barriers they pose to wide adoption,
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• a new protocol targeted at small groups of people or even individuals for signing their
keys, and

• an implementation of the new protocol.

The remainder of this paper is structured as follows. Section 2 describes the technologies
related to problem of key signing. Section 3 describes the problem users of the WoT face when
trying to sign other peoples’ keys. A new approach for signing a key is presented in section 4.
Section 5 presents an implementation of the new protocol which removes dependencies on
key-servers and manual fingerprint validation. Related work is discussed in section 6. This
paper concludes in section 7 with a summary of the findings of this papers.

2 Background

This section describes key concepts related to OpenPGP, key signing, and to the solution pro-
posed in the following section.

2.1 OpenPGP

The first software to make asymmetric key cryptography popular was PGP in 1991 [18]. In
1997, the OpenPGP alliance was formed “to define [a] standard that had formerly been a
proprietary product since 1991. [. . . ] OpenPGP has become the standard for nearly all of
the world’s encrypted Email” [21].That standard is nowadays known as RFC 4880 [27] and
defines a message format for encrypted or signed messages, keys, and certificates. Because
it only defines the format of the messages, it is agnostic of the transport protocol. However,
Email can be assumed to be the most popular application making use of OpenPGP messages.

Besides the original PGP, a Free Software [29] implementation named GnuPG exists.

2.2 Web of Trust

As OpenPGP applications need to obtain key material, i.e. public keys, in order to encrypt
messages, some form of a Public Key Infrastructure (PKI) is needed. Among the problems a
PKI tries to solve is the distribution of the correct key for an entity you want to communicate
with.

Keys in the OpenPGP PKI can be signed by anyone. It is thus referred to as being decen-
tralised [1]. It was aptly named Web of Trust (WoT). The semantic of a signature is commonly
understood to be an attestation of the “correctness” of the key. “Correct” usually means that
the information that is on a key, such as the name and Email address, does indeed belong to
the person who has access to the private key.

A revocation in the WoT is a special signature on a key. Popular OpenPGP implementations
ask the user to create such a revocation signature when creating a new key and to store that
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signature in a secure place. This signature can embed more metadata indicating a reason for
the revocation.

This PKI model is vastly different from the popular X.509 PKI [7] which is very centralised
and suffers from a range of structural problems [6, 13]. The WoT can be seen as a superset of
the X.509 PKI as the mesh-style trust paths in the WoT can model a centralised PKI but not
vice versa. Although a standard exists that allows X.509 to be used in a mesh-style network [5],
it only supports full meshes and not partial meshes as the WoT does.

2.3 Key-Server

The keys in the WoT are managed in a network of key-servers. A key-server, in the OpenPGP
terminology, is a database with OpenPGP keys. The list of protocols an OpenPGP imple-
mentation needs to use in order to interact with a key-server is not well defined. In prac-
tise, Lightweight Directory Access Protocol (LDAP) and Hypertext Transfer Protocol (HTTP)
are used and the vast majority of the deployed key-servers use HTTP Keyserver Proto-
col (HKP) [26] as their transport protocol1. This protocol is based on HTTP and does not
provide any guarantees for the confidentiality or integrity of the transferred data.

A popular argument is that a key-server serves public keys which, as their name suggest, are
public and thus the communication with a key-server does not need any protection. However,
without confidentiality, every request to a key-server exposes who the user is attempting to
communicate with. Similarly, without ensuring integrity, the user is left vulnerable to receiving
a manipulated key. For example, an attacker may decide to strip off OpenPGP packets of
revocation signatures. The user will thus use a potentially corrupted key which the attacker
controls. Even worse, the version of GnuPG that the most recent Ubuntu 14.04 ships (1.4.16)
is vulnerable to a trivial man in the middle attack. The user can specify the fingerprint when it
asks GnuPG to retrieve that key from a key-server which is recommended by a rather popular
list of “best practices” when using GnuPG2:

Do not blindly trust keys from key servers.
Anyone can upload keys to key servers and there is no reason that you should

trust that any key you download actually belongs to the individual listed in the key.
You should therefore verify with the individual owner the full key fingerprint of
their key. You should do this verification in real life or over the phone. Once you
have verified the key fingerprint that you need, you may download the key from
the key server pool:

gpg --recv-key fingerprint

However, GnuPG accepts any key the server returns, even if its fingerprint does not match
the one the user specified. In order to solve these problems, Transport Layer Security (TLS)

1cf. https://sks-keyservers.net/status/
2https://help.riseup.net/en/security/message-security/openpgp/best-practices

https://sks-keyservers.net/status/
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support was added to GnuPG in 2009 [15]. This, ironically enough, uses HTTPS which uses
X.509 certificates. Unfortunately, only one third of the available key-servers support TLS3.

Besides these implementation problems of OpenPGP clients, key-servers also suffer from sev-
eral structural problems [12]. Given the problems associated with key-servers and the poor
adoption of potential solutions, avoiding key-servers is a desirable goal.

3 Keysigning

This section identifies and describes common requirements of protocols for signing keys in
the WoT. A protocol will be described and it will be shown how it addresses the identified
requirements.

Extending the description already given in section 2.2, a popular Web site with instructions
to hold a key signing party describes the act of key signing as “digitally signing a public key
packet and a user id packet that is attached to the key in that public key packet. Key signing is
done to verify that a given user id and public key really do belong to the entity that appears to
own the key. In more basic terms it is done to verify that the representation of identity in the
user id packet is valid. Usually, this means that the name on the PGP key matches the name
on the identification the person is presenting to you when asking that you sign their key” [2].

3.1 Requirements

When looking at some protocol descriptions for signing OpenPGP keys [17, 2, 33, 3] or for
holding “key signing parties”[14, 11, 8, 19], the following common requirements can be iden-
tified.

Validate UIDs. With OpenPGP, a key can have multiple User IDs (UIDs). Technically, a UID
is an arbritrary string, but OpenPGP clients ask the user for a name and an Email address
when creating a key.

It is commonly understood that a signature on a UID signifies the correctness of the in-
formation shown. Hence, it is expected that, before creating a signature, the information
is validated. Usually, the name and the Email address are checked. The name is either
known or some form of ID is used as a proof. The Email address can be validated by
sending an encrypted message under the public key of the UID to the address in ques-
tion. The Email can only be read if the person does indeed have access to the private key
and thus rightfully has the Email address in a UID of that key.

Obtain authentic key. In order to produce a signature on a key, the key itself needs to be
retrieved. In the ideal case, the signee provides a file, held in a trusted environment,
of which both parties assert that it contains the relevant key. Other options range from
using a pendrive to transfer the key, finding it stored on a networked file system, or

3as of 2014-08-20, cf. https://sks-keyservers.net/status/

https://sks-keyservers.net/status/


T. Mueller: Casual OpenPGP two-party key-signing E-5

asking a key-server. The ideal case is commonly approximated by securely obtaining
the fingerprint of the key, e.g. via the audible channel at an in-person meeting with the
proclaimed key owner. This fingerprint is then used to retrieve a key from an untrusted
medium. Note that the fingerprint does not represent the ideal case because of the attacks
mentioned in section 2.3. Also note that other key signing protocols attempt to solve this
problem by providing a collection of the keys of all participants of a “key signing party”.
Such a protocol, however, incurs setup costs which makes it unattractive for small groups
of people to sign their keys.

Publish signature. After having signed a key (or rather: UIDs on a key), the signature needs
to be published in order to strengthen the WoT. It is also possible to not publish the
signature or to produce a ‘local’ signature which the OpenPGP client will not export. It
is good practise to send the signature, and the signature only, to the address mentioned
in the signed UID.

With these requirements the owner of the key to be signed needs to be present and ideally in-
person as it is hardly possible for someone else to convincingly attest the UIDs or to provide
an authentic key.

3.2 Contemporary protocol for key signing

When two or more people meet, they might want to sign each others’ keys. Various documents
on the Web describe how to do this best [17, 2, 33, 3]. All assume that the people do not know
each other and thus require a proof of the person’s identity.

All protocols have the following steps in common: When you meet someone you want to sign
keys with, you obtain a hard copy of the fingerprint and the UIDs of the key to be signed. You
verify the names in the UID, e.g. with the help of documents you trust. You create a signature
for the UIDs you are convinced carry the correct name and send the signature in an encrypted
Email to the addresses of the UIDs.

These protocols fulfil the requirements mentioned in section 3.1: Validate: The person con-
vinced you that the names on the UIDs are indeed correct, e.g. because they showed documents
you trust. The Email addresses are verified by sending the produced signature as an encrypted
Email message to the address in question. Only if the person does indeed have access to the
private key, the signature can be decrypted and published. Obtain: The person convinced you
that the fingerprint does indeed belong to the public key they claim to have the private part
of, e.g. with a piece of paper with the printed fingerprint. Publish: The signee receives the
signature in an encrypted message, thereby proving to having access to the private key. The
signee may then opt for sending the signature to the key-server network.

Typically, the best practises require you to “carry slips of paper or maybe business cards with
your name (as it appears on your photo identification and OpenPGP key), along with the
associated key fingerprint” [20], because it “is to check that the copy of the key you have
obtained either from a keyserver or Email is actually the key this person uses and you haven’t
somehow gotten a forged key.”[3].
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The best practises, however, do not consider an attacker who is able to modify a key in transit,
e.g. strip packets revocation packets off the key. As it was already discussed earlier (i.e.
in section 2.3), that attack is trivially implementable. The presented protocols do thus not
sufficiently address the problem of obtaining an authentic copy of the key to be signed.

4 Casual Key Signing Protocol

As the presented protocols do not address the problem of a small group obtaining authentic
copies of their keys to be signed, a new protocol is now presented.

The already presented protocols try to make a big key signing party (KSP) more efficient. The
cost of the initial setup are prohibitive for small groups or individuals to sign their keys. These
costs are associated with the secure transfer of the key and the validation of the fingerprint of
the key holder.

In order to allow casual key signing, even between only two individuals meeting each other,
the process of signing the other person’s key must be as automated as possible and have as
little requirements as possible. A dependency on key-servers must be avoided as well as the
need of exchanging physical material such as a business card with a fingerprint printed on it.

The new protocol will rely on already established trust as well as the availability of a secure
channel for exchanging a few bytes of secret material.

The secret material is the confirmation of the authenticity of the public key. In the protocols
described above, this is obtained by confirmation of the person claiming to hold the key. This
confirmation is usually written down on a sheet of paper and indicated as a simple check-
mark. Advanced users use a pen to produce a signature indicating that they did indeed see that
other person and that they did confirmed the correctness of the fingerprint of the public key.
This piece of paper is usually carried home and the fingerprints are then transcribed into the
computer.

These error-prone steps can be avoided if the authenticity of a key can be asserted in an auto-
mated manner, right at the venue were people intend to sign their keys. If two machines are
able to connect to each other, e.g. being in the same WiFi network with the ability to open
a TCP connection, it is possible to transfer the key. However, an attacker might still be able
to manipulate data if no further attention is paid. As such, a secure channel is desirable for
the transfer of the key. In order to match the security of today’s key signing protocols, only
the fingerprint needs to be transferred securely. It can be assumed that, when people meet to
sign their keys, they can establish a secure physical channel either by talking to each other or
by showing something to the other person. This fact can be leveraged to either transfer the
fingerprint via voice or a visual representation on screen. The signing party can either type the
fingerprint into their machine or, if a camera is built-in or otherwise available, scan the visual
representation. For automation purposes, the visual channel is to be preferred as it is much
easier to generate a machine readable visual representation of data than to generate machine
readable audible data.

However, the secure channel is of low bandwidth as hearing and typing are manual tasks which
do not scale well and the amount of data that can be transferred visually, in a machine readable
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manner, is limited. In order to transmit data visually QR codes [32], another technology of the
2000s, can be used. The amount of data a QR code can embed is limited to around 25kB [25].
While that is enough to fit the key material of an OpenPGP key, is it not enough to reliably
transfer the whole key with UIDs, signatures, and other relevant data. However, it is enough to
transfer the fingerprint or a key to a Hash-based Message Authentication Code (HMAC) [16].

The protocol is described as follows:

• A: Announce availability of a key on the network

• A: Generate a machine readable code of a Message Authentication Code (MAC) to
protect the integrity of the key

• B: Scan the code and obtain the MAC

• B: Discover the key available on the network and download it

• B: Check integrity of the key using the MAC obtained

• B: Sign the UIDs of the keys

• B: Send the signature as encrypted Email to the addresses to the respective UID

• A: Decrypt messages received and publish signature on key-servers or within the local
network

This scheme is secure if the people intending to sign their keys can assert that neither the
audible nor the visual can be corrupted. An attacker, in order to successfully corrupt either
channel, needs to influence both parties such that they are neither seeing what is displayed on
the screen nor hearing what is said by the other person.

The protocol fulfils the requirements identified in section 3.1:

Validate: Regular verification can be done, e.g. with trusted documents. If, however, the
people signing their keys have already established a trust relationship, verification of the
names on the UIDs does not need to be as strictly handled as with strangers. The Email
addresses encoded in UIDs are validated using the existing best practise of sending the
signature in an encrypted Email.

Obtain: Only the correct key will be processed because the key obtained is checked with the
help of the MAC which has been transferred securely. Note that the desired property of
the secure data channel is integrity, not confidentiality. The visual channel is assumed to
be secure. Note that an attacker might control the generation of the bar-code and thus be
able to manipulate the key in transit. However, such an attacker is likely able to control
much more than the bar-code, e.g. the OpenPGP installation. An attacker controlling
OpenPGP installation is much more severe and will not be protected against by any key
signing protocol.

Publish: Following best practises, the person whose key is being signed is able to publish the
signature once they are able to decrypt Email messages.
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This protocol enables people to sign their keys in an ad-hoc fashion leveraging technologies we
have had for more than a decade. The key idea is to establish a secure channel for transferring
the key to be signed. It obsoletes fingerprints printed on paper slips and vulnerable communi-
cation with a key-server. It also helps to make signing key a more instantaneous process which
might encourage people to participate in the WoT more.

Contrasting already existing protocols, the new approach accepts the fact that users have ar-
rived in the 2000s and carry at least one portable computing device with a camera, instead of
urging users to not bring computers to KSPs.

5 Implementation

This section describes an implementation of a novel approach for signing keys in the WoT.

The protocol mentioned in section 4 was implemented as Free Software using Python,
GNOME libraries, and GTK+ for a GUI. Currently, the program can perform two tasks. One is
the server side which publishes the availability of the key on the network, generates a machine
readable code, and makes the key available for download. The other is the client side which
scans a bar-code, obtains keys from the local network, signs keys, and emails the encrypted
signatures.

After having selected a key, the server encodes the key’s fingerprint as a QR code and displays
it on the screen. An HTTP server is then spawned and the availability of the key is announced
using Avahi4. The HTTP server is implemented using Python’s extensive standard library.

When the client is started, it asks the user to either type in a fingerprint or to scan a QR code.
Both channels, i.e. the manually typed fingerprint or the visual channel for scanning the bar-
code, are assumed to be secure. The QR code scanner was implemented using GStreamer’s
ZBar bindings5. This was manually wrapped into a GTK+ widget to be shown in a GUI.

After having either typed in a fingerprint or scanned a bar-code, the client iterates over the
available key signing services on the local network and tries to download the key. When a key
was successfully downloaded, its authenticity is checked with the fingerprint obtained. Note
that several ways exist to achieve the desired integrity property. The fingerprint was chosen
because it matches current key signing protocols. In the future, an HMAC will be chosen to
obtain integrity over the full data transferred.

Once the key has been obtained, its UIDs are signed. Currently, the GnuPG wrapper created
by the Monkeysign project (cf. section 6.4) is used. The signatures are exported as files and
Emails are sent to the addresses in the UIDs.

Several ways to send Emails exist. The traditional UNIX is to rely on sendmail to work.
However, with more and more deployments on non-server machines in the 2000s, sendmail
is not necessarily installed let alone configured. As a consequence, opening a Simple Mail

4http://avahi.org/
5http://gstreamer.freedesktop.org/data/doc/gstreamer/head/gst-plugins-bad-plugins/

html/gst-plugins-bad-plugins-zbar.html

http://avahi.org/
http://gstreamer.freedesktop.org/data/doc/gstreamer/head/gst-plugins-bad-plugins/html/gst-plugins-bad-plugins-zbar.html
http://gstreamer.freedesktop.org/data/doc/gstreamer/head/gst-plugins-bad-plugins/html/gst-plugins-bad-plugins-zbar.html
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Transfer Protocol (SMTP) connection with a mail server is an option. That would, however,
require the user to configure the Email settings at least twice: Once for the regular Email
client and once for the key signing solution. In order to mitigate that, one could obtain the
SMTP configuration from the Email client used. However, no unified way for Email clients
to store their configuration exists, i.e. one would need to find out what Email client the user
uses and have specific routines for obtaining the settings. However, in order to be extensible,
the hard dependency on SMTP was not considered as being useful for this implementation.
The current implementation lets the desktop used open the user’s Email client and preload
it with all information necessary, i.e. the recipient’s address, the encrypted signature, and an
introductory text. That was done using xdg-email6. Letting the user’s Email client pop up
also has the advantage that the user confirms the act of sending a signed key to the key holder.

6 Related Work

This section describes other work which attempts to make the process of signing other peoples’
keys in the WoT easier. While approaches exist to remodel the existing WoT (e.g. [10] or
[9]), the approach followed in this paper does not alter the existing WoT in any way. This
section does thus only discuss tools related to the currently deployed and WoT. Note that this
also excludes other (proprietary) PKIs such as those from contemporary mobile messaging
applications.

6.1 CABOT

The CABot “is a set of scripts that help[s] managing some parts of a PGP keysigning process.
It sends encrypted challenges to UIDs of an OpenPGP key, analyses the replies and assists
the key owner in signing them” [22]. It requires the user to modify the server receiving their
Emails. This is a demanding requirement which many users are unlikely to be able to do.

6.2 CAFF

CAFF is “a Perl script that helps you to automate the whole bunch of manual steps you have to
do for every single key you want to sign after a key signing party” [28].

It is designed to help the traditional protocols for signing keys. As such, it expects fingerprints
of the keys to sign. Hence, some form of a key signing party needs to be conducted in order
to obtain the fingerprint of the OpenPGP key a person claims to have the private key to and
to verify the person’s identity matching the UIDs of the key. Afterwards, every fingerprint the
user wants to sign is given to CAFF. Once the user asserts that they do indeed want to sign the
UIDs on the key CAFF tries to find the key in the users’ keyring or looks it up on a key-server
(cf. 2.3). CAFF then signs the key it found, creates an Email message explaining what this is,
attaches the freshly created signature, encrypts the Email message under the key in question,

6http://portland.freedesktop.org/xdg-utils-1.0/xdg-email.html

http://portland.freedesktop.org/xdg-utils-1.0/xdg-email.html
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and sends the Email to the address of the just signed UID. Note that CAFF does not add the
signed key to the user’s normal OpenPGP keyring. Instead, if the key holder does indeed have
both control over the Email address in question and access to the private key, the key holder
will receive the message, decrypt it, and then import the signature into their own keyring. The
key holder may then publish the new signature to the public key-server network.

While CAFF makes it much easier to sign other people’s key properly, it is designed for helping
to sign a large amount of keys in a traditional key signing party. It does not address the
weaknesses of the general key signing protocols regarding individual key signing. In particular,
it does not address the problem of obtaining an authentic key. It also requires the user to have
a Mail Transfer Agent (MTA) running, which many users are not able to do (cf. section 5).

6.3 PIUS

“PGP Individual UID Signer (PIUS) helps attendees of PGP keysigning parties. It is the main
utility and allows you to quickly and easily sign each UID on a set of PGP keys. It is designed
to take the pain out of the sign-all-the-keys part of PGP Keysigning Party while adding security
to the process”[4].

This tool is much like CAFF and can be considered a reimplementation in Python. It also does
not address the issue of obtaining an authenticated key and relies on the user providing the
keys to sign in a keyring.

6.4 Monkeysign

Monkeysign “is a tool to overhaul the OpenPGP keysigning experience and bring it closer
to something that most primates can understand”[30]. It is based on the ideas of CAFF and
extends those by enabling users to print out and scan two dimensional bar-codes of their keys.
This helps to avoid “reciting tedious strings of hexadecimal characters” [30]. Monkeysign
also eases sending the encrypted Emails with the signed key as it can talk directly to an SMTP
server without the need of a local MTA.

The work presented in this paper is inspired by the Monkeysign approach and extends it by
allowing the secure transfer of the key. Contrasting Monkeysign, the presented solution does
not need to connect to a key-server and does not need the user to print, remember, and bring a
piece of paper home. Also, sending Emails has further been eased as the user sees their regular
Email client preloaded with a ready-to-send Email.

7 Conclusion

This section summarises the findings of this paper and gives an outlook for future work.

Section 2 showed that key-servers are an essential part of the OpenPGP PKI. However, com-
munication with key-servers can not satisfyingly done securely, because either the client does
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not perform necessary plausibility checks of the received data or because the server does not
support a secure transport protocol. The adoption of more secure key-server transport pro-
tocols has been low and trivial attacks on the communication with key-servers with severe
impact are still possible. Reducing the need of having to communicate with key-servers is
desirable.

Section 3 identified common requirements of existing key signing protocols. Those protocols
aim at making very well attended key-signing events more convenient. Those events come with
high setup costs. These costs are associated with the requirements a secure signing protocol
has and are prohibitive for small and very small groups to hold such a key-signing party. One
of the identified requirements is being able to obtain an authentic copy of the public key before
signing it. This requirement is commonly addressed by providing a fingerprint of the key and
by relying on key-servers to return the appropriate key. However, as was discussed earlier,
decreasing the need of key-servers is worthwhile.

A new protocol was introduced in section 4. That protocol is mainly designed for people who
have already established a trust relationship, but is also suited for the general case. It tried to
make they process of signing a key as simple as possible by making several assumptions. The
presented protocol solves the problem of obtaining an authenticated copy of a person’s key by
establishing a secure channel to exchange the key to be signed or a MAC thereof.

An implementation of the protocol was described in section 5. A laptop’s webcam and a QR
code are used to establish a secure channel for exchanging a key’s MAC. Alternatively, the
audible channel can be used to read out and to transcribe the MAC.

As presented in section 6, existing solutions do not sufficiently solve the problem of signing
a person’s key. As they follow traditional key signing protocols, the problem of obtaining an
authenticated copy is left to the user. Other problems with existing tools include the necessity
to provide configuration for sending emails or no appealing user interface.

The presented solution assumes that users have a computing device and a network connec-
tion at their disposal. It is also assumed that the private key is available and able to produce
signatures for other keys. As it is possible to create sub-keys which are not able to produce
signatures for other keys, this will pose a problem with users who do not carry their main key
on their portable computer.

The optional availability of a camera greatly helps to reduce the complexity when establishing
an authenticated channel. Currently, it is only the fingerprint that is encoded as a QR code to
authenticate the key sent over the insecure channel. While that matches the security of current
key signing protocols, it does not protect against certain attacks. As discussed in section 2.3,
the fingerprint does not represent a secure MAC for an entire OpenPGP key. The fingerprint is
generated by calculating a SHA1 hash over the creation time and other cryptographically used
material of the key [27, p. 12.2.].Other information, such as UIDs or revocation certificates,
do not alter the fingerprint. Hence, an attacker can manipulate the key in transit and without
changing the fingerprint. However, this matches the security level of the current best practises
of key-signing parties. Unfortunately, it is not always possible to encode the whole key and
it’s UIDs, because the QR code only allows around 25kB (cf. section 4). It is, however, pos-
sible to attach images (in fact, arbitrary data) to a key so that it is easy for a key to be larger
than 25kB. As the solution presented in this paper leverages a secure (but low bandwidth)
channel, it is certainly possible to exchange a proper cryptographic key which will be used to
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establish a high bandwidth secure channel. This, and other improvements, are planned and the
development can be followed on the Web7.

Currently, the presented implementation works on a local network, assuming that people can
establish a secure channel when meeting in person. It might, however, be possible to use the
presented scheme on the Internet, instead of on a local network. However, due the sheer size of
the Internet and the scarcity of IPv4 addresses many people are in NATted networks which do
not automatically allow a direct connection coming in from the Internet. It is also questionable
whether the required secure channel can be established.

The presented solution was designed with Ellison’s Law8 in mind, which states that “the user-
base for strong cryptography declines by half with every additional keystroke or mouseclick
required to make it work”. It aims to be an easy enough tool for people to use in order to
increase participation in the WoT and strengthen it.
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A Appendix

Figure 1: Select a key to publish on the network

Figure 2: Key details and publish confirmation
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Figure 3: Fingerprint and QR Code representation of the selected key

Figure 4: Enter fingerprint or scan barcode of key to be signed
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Figure 5: Scanning of QR Code representation of the key’s fingerprint

Figure 6: Confirm signing
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Figure 7: Automatic opening of composer
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Figure 8: Keys signed
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